FiDe: Reliable and Fast Crash Failure Detection to Boost Datacenter Coordination

Davide Rovelli Pavel Chuprikov
Universita della Svizzera Italiana & SAP SE Télécom Paris & Institut Polytechnique de Paris
Philipp Berdesinski Ali Pahlevan Patrick Jahnke Patrick Eugster
turba SAP SE turba Universita della Svizzera Italiana
Abstract of detecting and notifying process failures to be factored out

Failure detection is one of the most fundamental primitives on
which distributed fault tolerant services and applications rely
to achieve liveness. Typical crash failure detectors resort to
using timeouts that have to take into account the unpredictabil-
ity in interaction times among remote processes, caused by
resource contention in the network and in endhost proces-
sors. While modern (gray) failure detectors have improved
in detecting a wide range of failures, the problem of pro-
hibitively large and unreliable timeouts for crash failures still
persists, hampering performance of both the failure detector
themselves and modern ps-scale services sitting on top.

We propose a novel fully reliable failure-detector (FiDe)
that can report the crash of a remote process in a datacenter
within less than 30us (7.2 faster than the current state of
the art) with extremely high reliability, thanks to a ground-up
design which provides stable end-to-end process interactions.
By reliably lowering worst-case crash detection time, FiDe
enables a class of algorithms that can be used to boost coordi-
nation services even in the absence of failures. We devise two
novel, FiDe-based, highly efficient consensus protocols and
integrate them into a key-value store and a synchronization
service, improving throughput by up to 2.23 x and reducing
latency down to 0.46x.

1 Introduction

An increasing number of user-facing services are being devel-
oped as distributed applications, many running 24/7 in cloud
datacenters leveraging cheap hardware parallelism.

Failure detection in datacenters. Alas failures are a com-
mon issue in all distributed systems, especially in cloud data-
centers. Chiefly, processes can fail due to a variety of reasons,
including hardware faults. Process failure detectors (FDs) are
thus a common building block in fault-tolerant distributed sys-
tems, which include highly available core services underlying
user-facing applications. FDs allow the cross-cutting concern

into one module, encapsulating timeouts and more, used by
various components and systems. Timeouts are at the center
of the prominent heartbeat crash FD design which has dis-
tributed processes periodically send “I am alive” messages to
each other, interpreting the absence thereof beyond a certain
time limit as indication of failure.

Limits of current timeout-based detectors. FDs are funda-
mentally limited by the systems they are built on. Distributed
systems, including datacenters, are commonly viewed as be-
ing completely asynchronous, which makes it in theory im-
possible to achieve reliable failure detection, i.e., failure de-
tection without any false suspicions. In practice, any FD must
eventually make some synchrony assumptions and resort to
heartbeats/timeouts to detect the unresponsiveness of moni-
tored processes. Timeouts can be easily set too short, leading
to premature false suspicion of processes. Inversely, setting
timeouts too large can hamper system performance by de-
laying reactions to actual failures which is unaffordable for
the growing ps-scale application market [2,46]. With several
processes failing in short time without their timely removal or
replacement, common systems relying on majority quorum
voting can block as the number of correct processes drops be-
low the necessary quorum size. Tradeoffs between safety and
liveness can not be navigated reliably by applications using an
FD built on top of standard communication and OS abstrac-
tions. A common mitigation strategy is to resort to error-prone
manual deployment and resource reservation [35, 38, 83].

Multi-level and gray failure detection. Previous fast, reli-
able FDs described in literature [7,24,44] build on the concept,
spearheaded by Falcon [45], of closely monitoring multiple
layers of a system (e.g., application process, OS, VM) through
a network of probes. Increasingly popular gray failure detec-
tors [27,49, 58] use similar techniques to very effectively
detect subtle failures (e.g. deadlocks) which harm availability
without processes crashing. While these approaches excel at
addressing a large variety of failure scenarios, they increase



software and system complexity. In the context of crash fail-
ures this leads to additional observation overhead, a conun-
drum of having to “monitor the monitor”, besides requiring
the programmer to implement failure detection logic. These
design side-effects can decrease reliability by increasing per-
formance non-determinism in applications, often compen-
sated for by actively killing monitored application/host to
back up a false failure suspicion [20,45].

FiDe. This paper proposes a different novel approach spe-
cialized for crash failure detection, based on the observation
that existing crash FDs are limited by being realized as mod-
ules, not as components, and do not fully exploit precision and
programmability of modern OSes and networking hardware.
More precisely, our approach is system-driven: leveraging cus-
tom lean system support from the ground-up, our approach,
dubbed FiDe', achieves ultra-low and ultra-stable latency pro-
cess interactions (communication and reaction) in a subset
of the system custom built for failure detection enabling re-
liable heartbeats, as opposed to prior approaches which are
at best adapted to a given system (system-tailored). In short,
this is achieved by a combination of techniques including
highly stable OS-supported send/receive pipelines and traf-
fic engineering (TE) to reserve communication resources on
switches via a centralized controller upon pre-registration by
applications. FiDe also caters for network failures, making the
probability of a false positive (i.e., a late or missed heartbeat
with no process crash) to be once in years of uptime. To be
clear, the correctness and efficiency of FiDe/FiDe-based proto-
cols depend on assuming synchrony. While all-encompassing
synchrony is unfeasible, the probability of synchrony vio-
lations in FiDe’s controlled environment is negligible for
practical purposes thanks to its reliable system substrate en-
forcing the assumption. Moreover, our approach is externally
observed: application processes are monitored by dedicated,
uninterrupted FD processes which leverage insights already
provided by the OS as opposed to burdening programmers to
modify applications to make them internally observed and in
the process making them perform non-deterministically.
The extremely high reliability and promptness of FiDe
serve two main purposes: (1) provide a foundation for devel-
oping novel, more efficient and simpler distributed coordina-
tion primitives and (2) improve crash detection accuracy and
performance of core services with high availability require-
ments as standalone or combined with a more comprehensive
(e.g. gray) failure detector. In summary, this paper presents:

¢ the design of FiDe which is system-driven and externally
observed, allowing it to be very reliable and timely, while
remaining non-invasive.

 FiDe’s implementation using a high-performance system
substrate based on custom process and network isolation,

l(“Fee-deh”) Latin for “with trust”, a declination of fides = “trust”, “faith”.

traffic engineering, and network processing pipelines.

* the design and implementation of novel FiDe-based broad-
cast and consensus primitives for simple fast replication.

* the empirical evaluation of our prototype in a production
datacenter of SAP. FiDe consistently detects failure within
less than 30us outperforming the fastest state of the art
crash failure detector by 7.2 x.

* the integration of FiDe-based algorithms into the Redis
key-value store [62] and Zookeeper synchronization ser-
vice [29] to increase throughput by 1.7x and 2.23 x and
reduce latency down to 0.46x and 0.57 x respectively, in
failure-free execution.

The paper is structured as follows. § 2 presents model and
assumptions, and § 3 FiDe’s design. §4 outlines FiDe-based
algorithms. § 5 presents implementation details. § 6 evaluates
FiDe by comparison to prior art. §7 contrasts FiDe with
related work. § 8 concludes with final remarks. App. A details
FiDe-based algorithms, and App. B the TE algorithm. in detail.
App. C provides details on network failure probability.

2 Model and Scope

2.1 System and failure model

FiDe is designed primarily to detect crash-stop process fail-
ures in networked distributed systems, and for use in applica-
tions dealing with such failures. When not specified further,
a “failure” refers to when a process drops from the process
table of the underlying OS.

Gray failures [49], fail-slow [52], and partial software/pro-
cess failures [50] are not directly targeted by FiDe. However,
one of FiDe’s intended use-cases is to be used in combination
with more comprehensive failure detectors aiming to improve
their remote failure detection.

Due to the need for communication in failure detection,
and the possibility of communication failures being falsely
interpreted as process failures, FiDe has to cater for network
failures, manifesting by packet drops (i.e. generalization of
switch and link faults). We address this by exploiting 2-fold
physical redundancy in the network configuration and intro-
ducing a network failure recovery mechanism (see § 3.3).
FiDe tolerates multiple network failures unless they occur
in very quick succession within the recovery time (we de-
note such set of failures as critical compound failure). We
do not consider Byzantine failures but design FiDe to serve
as a high-performance component of FDs providing broader
coverage, i.e., gray/Byzantine failure detectors. We assume
that software bugs, which are omitted even by several works
on Byzantine fault tolerance (BFT) as corresponding bugs
would be triggered across replicas, are handled by formally
verifying FiDe-based algorithms (cf. [12]).



2.2 Properties

We revisited the FD primitive and designed FiDe from the
ground up aiming for three salient properties:

Reliability: FiDe’s primary goal is to approximate (in prac-
tice) the strong completeness and strong accuracy prop-
erties of Chandra&Toueg’s failure detector classifica-
tion [14]. In short, if a process fails all interested cor-
rect processes are notified (completeness), and only then
(accuracy).

Timeliness: FiDe explicitly aims for ps range failure detec-
tion, going beyond simple “eventual” notification of actual
failures to correct processes.

Non-intrusiveness: Unlike existing failure detectors [2,24,
45,76] that require application-specific code injection even
for crash failures to guarantee prompt detection, FiDe em-
braces the separation of concerns principle. Applications
should be able use it immediately out-of-the-box through
alean APL.

FiDe ensures reliability and timeliness by establishing sta-
ble, end-to-end timely interaction among its processes. The
key to achieving this is minimizing interference at both pro-
cess and network level: FiDe reduces maximum jitter to a
point where it becomes consistently so small relative to the
latency, that, in practice, it can be assumed to be bounded. We
acknowledge that, in general, all-encompassing synchrony
is unfeasible and that there is a probability that a series of
failures (i.e. critical compound failure) and delays could break
FiDe’s model assumptions and reliability property. FiDe is
explicitly designed and system-driven to make such probabil-
ity negligible for a “slice” of the datacenter (FiDe domain).
We show an estimate of this probability to be once in years
of uptime, orders of magnitude less likely than failures in
commonly-believed reliable services such as TCP.

2.3 Targeted services

We target core services with high availability requirements,
like replicated storage or databases and increasingly relevant
us-scale services [2,10,24,38]. FiDe’s primary goal is to boost
common fault-tolerant coordination protocols, e.g., consen-
sus, underlying such services, through reliable and fast crash
failure detection (§4). While we could use the reliable system
substrate provided by our design to support more complex ser-
vices, we choose to specifically support only failure detection
in order to preserve modularity, allowing FiDe to be tailored to
custom coordination protocols and failover mechanisms. Our
solution requires a minimal setup time, which is negligible
compared to its uptime, and acceptable for such services. We
assume that a number of resources can be dedicated to FiDe,
which is the case for modern over-provisioned datacenters
and is commonly enforced manually in current practice when

D Host ﬁ SDN switch D FiDe process
Controller API call A FiDe controller
-" FiDe multicast trees O Application process

Figure 1: Simplified datacenter fat-tree topology showing
FiDe’s architecture and process interactions.

deploying critical services [19, 83]. Our primarily targeted
services are in practice limited in scale, with replication clus-
ters typically around 3 to 5 nodes (e.g. Zookeeper advises 5
nodes for exceptional maintenance [83]), almost never above
9 as shown in previous work [2,6,24,34,39]. While FiDe’s
design does not prevent it from larger scale deployment as in
blockchains, this paper does not explore that angle.

3 System Design

3.1 Architecture

Components. Fig. | illustrates the architecture of a typical
FiDe deployment. It consists of a set of client processes (sim-
ply called FiDe processes), deployed alongside a distributed
application, and a FiDe controller which dynamically con-
figures the switches of a software-defined network (SDN)
using our custom traffic engineering (TE) techniques (§ 3.3).
FiDe processes are at most one per host, where they monitor
one or more local application processes (§3.4). At the same
time, each FiDe process can monitor and/or be monitored by
other FiDe processes. Monitoring in a FiDe cluster need not
be symmetrical, allowing for more flexibility and efficiency,
covering application use cases where not all hosts play the
same role (e.g. clients monitoring servers but not vice-versa).

Communication. FiDe processes communicate via a set of
redundant directed multicast trees (cf. blue and purple lines
in Fig. 1). The FiDe controller adjusts trees dynamically with
cluster join request by allocating resources to each FiDe pro-
cess according to the network topology, capacity, and number
of monitoring processes (cf. § 3.3). The controller provisions
and monitors such resources with TE techniques that cap jitter



struct resources {
int pbsize;
int timeout;

resources monitor (int appid, resources r);
void unmonitor (int appid);

bool join (appid);

void quit ();

bool piggyback (char[] message);

B

void on_failure (int appid);
void on_piggyback_recv (char[] message);
void on_timeout_changed (int timeout);

— = —

void on_monitor_req (int appid, int pbsize);
void on_pbsize_changed (int pbsize);

— —

Listing 1: Summary of FiDe’s C API exposed to applications.

introduced by concurrent traffic. We use standard Ethernet
links while prioritizing FiDe traffic and exploiting a custom
TE-driven periodic IP-level multicast protocol, thus enabling
reliable communication (see § 3.3).

Monitoring, allocation and piggybacking. Applications
interact with FiDe through the API shown in List. 1. At a
high level, applications can join, quit and monitor another
application supplying a desired timeout value and a minimum
piggyback message size. The FiDe controller the proceeds
with the TE-driven allocation (§ 3.3), possibly relinquishing
resources for processes already in the cluster (through call-
backs on_timeout_changed and on_pbsize_changed) in case
the current network capacity is not sufficient. After registra-
tion, a FiDe process uses the on_failure upcall to notify of
a failure, which might be followed by a re-allocation find
a more optimal resource assignment for remaining applica-
tions. Monitored applications can piggyback a limited amount
of messages on FiDe’s monitoring payload. The size of the
piggyback payload (pbsize) is determined by the TE-driven
allocation process to a maximum of 1418B. FiDe declines
piggyback calls that try to exceed pbsize as it would break the
guarantees provided by TE. Piggybacking enables seamless
integration with gray/multi-level failure detectors, improv-
ing the propagation time of custom failures as we exemplify
later. When applications and FiDe processes use distinct net-
work paths, it could occur that the communication between
applications is interrupted while respective FiDe processes
monitoring such applications can still communicate, hence
resulting in a “false negative”. Piggybacking can prevent
such scenarios since it ensures that the traffic of both applica-
tion and FiDe processes goes through the same network path.
Moreover, piggybacking exposes FiDe’s reliability property
to the monitored processes, bridging the gap between mod-

ularity (i.e., using FiDe as a general-purpose reliable crash
FD module) and protocol-specific optimizations. We exploit
piggybacking to define an efficient consensus primitive in § 4.

3.2 Reactive, uninterrupted processing

Task preemption is managed by the OS kernel scheduler
which, generally, distributes running processes in a fair man-
ner across all CPU cores. This is detrimental for time-sensitive
tasks, in which preemption overhead is often the predominant
cause of high processing tail-latency, as shown in previous
work [21, 37, 53]. FiDe minimizes jitter through selective
isolation and custom reactive network processing pipelines.
We pin a FiDe process to a dedicated CPU core, set it to the
highest active power state and isolate it from OS interrupts to
provide uninterrupted execution. FiDe’s Linux kernel module
(LKM) exploits kernel space privileges to provide prompt
monitoring of application processes (§ 3.4). It also uses an
uninterrupted dedicated loop for ultra-stable periodic send-
ing of heartbeat packets, bypassing the jitter-prone network
stack. On the receiving side, we optimize packet delivery la-
tency by reserving one specific queue in the network interface
controller (NIC) to FiDe’s traffic and throwing an interrupt
request (IRQ) to FiDe’s core at packet reception. This allows
the separation of FiDe traffic and regular traffic both for re-
ception and processing, allowing to maintain timeliness and
low jitter even under heavy load. Finally, FiDe uses eXpress
Data Path (XDP) [78] to intercept its packets as early as pos-
sible in the network stack and quickly deliver them, reducing
network stack overhead on the receiving side as well. We
experimentally found that using XDP and core isolation tech-
niques account for the great majority (> 90%) of the jitter
reduction, while other techniques are used to mitigate low,
sporadic latency spikes. We fine tune low-jitter processing op-
timizations based on existing interaction latency breakdown
studies [51,82] and leave in-depth analysis contributions of
each optimization for future work.

3.3 Fast-track, redundant networking

Fast-track multicast trees. FiDe minimizes network inter-
ference by establishing “fast-track” communication between
FiDe processes, using TE techniques to manage and assign re-
sources of links and switches within the limits of availability
in order to avoid congestion upfront. This is made possible
through an software-defined network (SDN)-assisted periodic
multicast protocol. The FiDe controller enables the use of the
protocol without making any explicit bandwidth reservations
in the network, relying instead on reserving highest-priority
queues and rate limiting at endhosts. The latter is a part of
a contract between a sending FiDe process p?, a set of re-
ceiving FiDe processes {p]} e/, and the network, where we
use p; instead of p; to denote that p is a FiDe process and
not an application process. Concretely, if p; sends multicast



messages of maximum size Gmax (i,J) to the receiving pro-
cesses with the minimum period Ty, (i,J), then for every
J € J the messages experience minimum latency Amin (7, j)
with maximum jitter Smax (i, /) when delivered to p7. The pri-
oritization ensures that the guarantees hold under arbitrarily
heavy network load. TE techniques (see App. B) are used
to compute and assign such parameters to a set of directed
(single-source) multicast trees, each tree representing one-to-
many network connections from a single sending process to
a set of receiving processes. The trees in the set are vertex-
disjoint (in internal nodes) providing redundancy. The TE
algorithm takes as input i, J, Gmax (i,J), and the lower bound
on Tyin (i,J), and then constructs the new multicast tree set
in such a way as to minimize the sum of maximum latencies
among all trees, taking into account and possibly changing
protocol parameters of already existing trees. The algorithm
makes a crucial use of regularity of datacenter networks in
tackling the challenge of vertex-disjoint tree set construc-
tion. We use the periodic multicast properties given by TE
to determine the timeouts. FiDe exploits this within a sim-
ple heartbeat mechanism, where the heartbeat interval HB;
of every monitored FiDe process p; is larger than or equal
to the period Ty, (i,J) assigned by TE to the corresponding
set of multicast trees. Given a monitored application process
Di» an application process p; monitoring p; can set a time-
out TO(i, j) to TO(i, j) = HBy + Amin (', j') + 2 - Smax (', J),
where pj is a FiDe process at p;’s host, and p7 is a FiDe
process at p;’s host. Note, this ensures that all heartbeats sent
by p; are delivered to p; before p;’s timeout expires. Our TE
can be configured to use at most a given fraction of network
bandwidth and queue capacity, or to restrict FiDe interaction
to a desired subset of network links.

Redundancy and tree recovery. Network failures may
cause a monitoring process to miss a heartbeat message, lead-
ing to a false positive. FiDe uses twofold physical redundancy
with a tree recovery mechanism to increase robustness to such
failures. First, the FiDe controller builds a pair of redundant
trees for every cluster. A monitoring process detects a network
failure (including slowdowns or suboptimal trees) when it re-
ceives a single heartbeat. It then informs the FiDe controller
which computes an alternative tree to substitute the faulty
one, contacts relevant switches to reserve priority queues and
change routing tables. FiDe can be configured for the case
when no alternative tree is available. One option is to sim-
ply notify the application and carry on, which might lead to
compromising FiDe’s properties (cf. § 2.2) upon (additional)
network failures. FiDe can be configured to also terminate
gracefully without compromising reliability guarantees, by
discontuing operation, which can for instance further involve
the option of terminating protocols relying on FiDe before
FiDe processes. This mechanism prevents any number of net-
work failures from affecting reliability unless two or more
affect both trees within the recovery time, i.e., in case of a

critical compound failure. We give an estimated probability
bound on such event occurring in §6.5.

Deployment notes. The simplest and most efficient deploy-
ment option is having all FiDe processes as close as possible
while still maintaining redundancy (e.g. nodes linked to 2
ToR switches via redundant multicast trees of depth 1). This
allows for minimal latency, network utilization/reservation
as well as maximal network fault tolerance since the number
of links and devices that can fail is minimal. FiDe can how-
ever be deployed over a larger topology if desirable, e.g., to
follow application constraints, differentiate power supply or
resources. In such deployments, FiDe continues to rely on
the tree recovery mechanism to mitigate the probability of
additional network failures. We evaluate the impact of de-
ployments over larger networks in § 6.5. Moreover, since the
number of priority queues at the switches is limited, it can be
desirable to share them with other services. FiDe TE can also
account for these services and adjust periodic multicast prop-
erties accordingly, making use of the fact that high-priority
queues often correspond to near real-time or control traffic,
both of which are likely rate-limited already.

3.4 Failure detection

Domains. Distributed applications relying on a failure de-
tector (e.g., replicated key-value stores or relational databases)
are typically deployed as ordinary processes and therefore
use system resources in the usual best-effort manner. We
make no changes to this behavior and only focus on shielding
FiDe from jitter sources. The resulting system, illustrated in
Fig. 2, is split into two domains. We call “best-effort domain’
the application environment where network and endhost re-
sources are shared with other processes and “FiDe domain”
FiDe’s privileged system substrate. This system-driven de-
sign allows FiDe to achieve unprecedented timing consistency
and differentiates it from previous performance-enhancing
approaches (e.g. systems based on data plane development kit
(DPDK), remote direct memory access (RDMA) and kernel-
bypass [2, 17,24, 80]).

bl

Workflow. Fig. 2 shows the flow of events following differ-
ent types of failures in our model. In passive failure detection
(used to detect all failures that render the system unusable), a
host fails causing both the FiDe process and the application
process p; to fail as well (D. The periodic sending of heart-
beat messages containing monotonically increasing values
is therefore interrupted ). Remote FiDe processes poll an
extended Berkeley packet filter (eBPF) map containing the
heartbeat value of each monitored process at every timeout
interval and triggers a failure notification upcall 3) when they
read the same value twice. Note that the scenario, where a
FiDe process fails but its monitored application process does
not, is prevented by the fact that FiDe runs in the kernel and is
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Figure 2: Failure detection flow in different scenarios. FiDe uses passive detection (left) when a FiDe process (i.e. the whole
host) fails and active detection (right) when only an application process fails.

designed to not be subject to partial OS failures. In active fail-
ure detection (right scenario), an application process p; fails
(D and becomes unresponsive to other applications. FiDe’s
LKM detects this promptly @) using a watchdog and imme-
diately sends a failure notification 3) to all monitoring FiDe
processes. Remote XDP hooks trigger the failure notification
upcall @ to the application.

Prompt detection with OS watchdog. FiDe uses an OS
watchdog to monitor applications. The watchdog is imple-
mented inside the LKM and uses a kprobe [47] registered on
Linux’s do_exit function. Every time the process id of the
failed (i.e. exiting) process matches one of the application
process ids monitored by FiDe, the OS watchdog logic in the
kprobe pre-handler is executed just before the process actually
fails. This design grants accurate detection, as the OS watch-
dog only reports a failure when it is officially “registered” by
the system, prompt detection (technically negative latency)
and solely relies on a single external observer.

External vs internal observation. Reliability and timeli-
ness of a failure detector are often associated with its fine
granularity: monitoring of as many as possible system com-
ponents at multiple levels, from network nodes to application
threads. This has been a common design principle in sev-
eral systems [4, 50, 55], among which we find Falcon [45]
of particular relevance, as it constitutes the base of several
other systems [24,27,43,44,58,76]. Such multi-level, system-
tailored failure detectors are implemented by placing several
probes (also called hooks or spies) in the software stack, a
technique that we refer to as internal observation. This ap-
proach provides higher specificity: programmers can tailor
detection probes to detect custom failures - including gray and
partial failures - inside the application. However, this comes
at the cost of increased complexity and intrusiveness for crash
failures. system-tailored FDs have to take into account the
failure of the probes themselves through a network of probes-

monitoring-probes, introducing observation overhead which
is often compensated for by selective killing and/or unre-
liable timeouts. Additionally, internal observation requires
hundreds of lines of application-specific code for every moni-
toring probe [27,43,45,49]. Thanks to its external observation
approach which uses a single, external, timely observer (§3.4)
on top of stable interactions, FiDe instead achieves reliable
and non-intrusive detection of crash failures, trading off cov-
erage for improved performance in order to boost services
running on top (including gray FDs).

4 FiDe-based Novel Fast Services

4.1 Boosting consensus

A core contribution of this work is exploiting the extremely
high reliability and speed of FiDe to improve the efficiency
and simplicity of distributed services in failure-free execu-
tions. We use FiDe as a practical approximation of Chan-
dra and Toueg’s perfect failure detector P [14] to devise
three novel algorithms: one reliable broadcast and two uni-
form consensus primitives which achieve consistent repli-
cation more efficiently than classical, quorum-based alter-
natives (Tab. 1). We give a concise overview of the algo-
rithms below, please refer to App. A for in-depth specifi-
cation and description. The algorithms were specified with
TLA+ [74] and their correctness verified with TLC [79].
Algorithm TLA specifications and Redis implementation
will be submitted to artifact evaluation can be found at:
https://github.com/swystems/fide-fd.

Optimistic stabilizing reliable broadcast (OSRB). We
start by introducing OSRB: a novel broadcast primitive which
we later use in HSUC. OSRB optimistically implements
BROADCAST using a multi-send, DELIVERs and buffers re-
ceived messages, which it may need to retransmit later upon
detecting a process failure. Classical lazy reliable broadcast
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primitives require messages to be buffered infinitely because
they might need to be re-transmitted eventually [13]. Since
buffering in long-running applications can result in a pro-
hibitively large memory footprint and possibly buffer over-
flow, OSRB introduces a novel performance improvement
via an additional downcall called STABILIZE, which takes a
message id as an argument. STABILIZE gives the possibility to
apply a stabilization criterion to limit the messages buffered
for lazy message relay upon failure. Ensuring that the sta-
bilization criterion is satisfied is responsibility of a OSRB
user, i.e., the protocol/application using OSRB must call STA-
BILIZE only when every correct process has RECEIVEd a
message (cf. App. A); otherwise, the agreement property of
RB can be violated.

Hierarchical stabilizing uniform consensus. The first al-
gorithm, hierarchical stabilizing uniform consensus (HSUC),
solves uniform consensus (see [13] for specification) using a
hierarchy among the processes and FiDe as a reliable failure
detector. Processes that participate in consensus (e.g., key-
value store replicas) are given an id to establish a hierarchy, in
which the process with the highest ID corresponds to the first
leader. During normal execution, a client sends a write request
to the leader which starts the consensus instance, adopts the
request as its proposal and multi-sends it to all other processes.
Processes which receive the proposal from the leader adopt
it as theirs and send an acknowledgment (ACK) to the leader.
Once the leader collects ACKs from all processes, it dissemi-
nates its decision using OSRB and DELIVERs itself. Replicas
also DELIVER once they receive the leader’s decision. OSRB
guarantees Termination, i.e., that the decision is delivered by
all processes. Upon leader failure, FiDe notifies every process
so that the next leader in the hierarchy can proceed with the
algorithm. FiDe’s accuracy enables an important algorithmic
optimization: unlike quorum-based asynchronous algorithms
which tolerate only a minority of crash process failures, HSUC
can tolerate N-1 failures with same message complexity (cf.
Tab. 1). The reception of the next round’s decision defines
the stabilization criterion of OSRB. Once this phase of the
algorithm is reached, HSUC can safely call STABILIZE so that
the message from the previous consensus will not be retrans-
mitted by OSRB upon future failure detections, limiting the
number of messages to be relayed to 2.

Fail-consistent uniform reliable broadcast We abstract
FiDe’s piggyback feature, i.e., the mechanism that allows
applications to add a message into FiDe’s heartbeats, into
a primitive called fail-consistent uniform reliable broadcast
(FCURB). FiDe’s heartbeats have two important properties.
First, every correct process either receives a heartbeat from a
given process or no process does since multicast, redundancy
and tree recovery guarantee uniformity (unless an extremely
rare critical compound failure occurs, cf. §3.3, §6.5). Second,
for any two FiDe processes p;, p; in a cluster, all heartbeats

Table 1: Complexity of FiDe-based algorithms in comparison
with Raft and Zab in the failure-free (best) case. Note that
Raft and Zab also tolerate process slowdowns.

Message  Message Tolerated process

delays complexity failures

Raft 2 O(N) \_NT_” (crash/slow)
Zab 3 O(N) LNT_IJ (crash/slow)
HSUC 3 O(N) N —1 (crash only)
HUC 2 O(N) N —1 (crash only)

sent by p; are delivered to p; before p; detects the failure of
pi. This is due to FiDe’s upper-bounded interaction latency
and the choice of large-enough timeouts (see TO(i, j) in §3.3).
Note that this order applies for both (1) passive failure detec-
tion since a crashed FiDe process is unable to send further
heartbeats and (2) active failure detection since a FiDe process
stops sending heartbeats after detecting a failed application
(note that messages are not piggybacked into active notifica-
tions). Hence, applications using FCURB are guaranteed that
all processes deliver a message before failure notifications.
We call this property fail-consistency (refer to App. A for a
formal specification).

Heartbeat uniform consensus. The second algorithm,
heartbeat uniform consensus (HUC), is shown in Alg. 1. Here,
all processes send proposal to a designated leader (line 5-7).
The leader waits to collect proposals from all correct pro-
cesses, i.e., all processes which are not signaled by FiDe,
DETerministically chooses one of the proposals (line 12) and
then broadcasts the decision using FCURB (line 11). Failures
are detected by FiDe (line 15) causing HUC to update the
correct set (line 16) and possibly triggering a new leader elec-
tion in case the failed process is a leader (lines 18-21). FiDe’s
accuracy (cf. §2.2) guarantees that all processes consistently
detect the failure of a leader, i.e., no two processes can have
different leaders at one time. Unlike HSUC, HUC does not
need an explicit ACK-ing round before calling DECIDE as the
moment a proposal is sent to a new leader (line 21 or 7) it
is already known that no decision from an earlier leader will
ever be delivered. This is due to FCURB. To send a proposal
to a newly elected leader, a process must first receive crash
notifications from all previous leaders without receiving any
decisions. Hence due to uniformity (all processes receive a
message or no process does) and fail-consistency (messages
are delivered before failure notifications) of FCURB, no other
process will ever receive a decision from a previous leader.
The lack of the ACK-ing round gives HUC an advantage over
HSUC, Raft and other asynchronous consensus algorithms, as
we will discuss shortly. Note that the throughput is limited by
FiDe’s periodic multicast protocol and the limit in message
size imposed by the piggyback buffer, but as we show shortly,
these limits are ample in practice.



Algorithm 1: Heartbeat uniform consensus (HUC).
Uses fail-consistent uniform reliable broadcast
(FCURB). Executed by every process p;

correct < {1,2...N}
leader < MIN(correct)
proposals < [ LN
acks <0

W N -

5 to PROPOSE(val)
6 proposals[i] « val
7 SEND(val) to pieader

8 upon RECEIVE(val) from p;
9 proposals|j] < val
10 | acks < acksU{j}

11 upon acks O correct

12 val <~DET(proposals)
13 acks < @

14 BROADCAST(val)

15 upon CRASH(j) from FiDe
16 correct < correct \ {j}
17 proposals[j] + L
18 if j = leader then

19 leader <—MIN(correct)
20 if proposals[i] # L then
21 L SEND(proposals[i]) t0 preader

22 upon DELIVER(val)
23 LDECIDE(Val)

4.2 Advantages over traditional approaches

Simple and efficient crash-tolerant services. The advan-
tages of using FiDe as a building block for fault-tolerant
services are both improved performance and improved sim-
plicity, a byproduct of FiDe’s reliability and timeliness (§2.2).
Tab. 1 compares complexity of the FiDe-based algorithms
with Raft in the failure free case. Our algorithms can toler-
ate more crash failures with less resources and have same or
comparable performance to Raft and Zab (Zookeeper Atomic
Broadcast) [36], as we showcase in the evaluation shortly (§
6). Traditional consensus algorithms are often so complex
that they are hard to implement and verify (e.g. Raft was con-
ceived as a simpler version of Paxos [41]). Such complexity
often comes at the cost of safety which can be harmed by
incorrect implementations and optimizations. FiDe provides
a way of building and reasoning about simpler algorithms
without compromising safety and performance.

Consensus and slow processes. By default, asynchronous
consensus algorithms like Raft and Zab treat process slow-
downs and crashes interchangeably. For instance, followers

might time out on a leader process whether it is crashed or
is simply delayed in computation, elect a new one, and carry
on with the consensus execution given a majority of active
processes. In comparison, HSUC and HUC do not cater for
slowdowns and require participation of every non-crashed
process, meaning that consensus execution will stall until a
process recovers or crashes (and is detected by FiDe). The
integration of FiDe with gray failure detectors (cf. § 6.6) is an
effective strategy to improve HSUC and HUC reactiveness to
slow processes in such scenarios, while maintaining their per-
formance and simplicity improvements. It is important to note
that, while Raft and Zab-like algorithms tolerate slowdowns,
they do not actively evict or replace faulty processes (whether
slow or crashed) since they assume that process interactions
can be arbitrarily delayed. This can degrade performance as
the number of undetected faulty processes increases, result-
ing in a stall when a majority fails. Therefore, employing a
gray failure detector is essential for improving the availability
of both traditional and FiDe-based consensus algorithms. In
addition, the use of formal verification is a good practice to
effectively prevent software bugs such as deadlocks when
developing critical consensus-based services.

S Implementation Details

FiDe was implemented in 4032 lines of C code, split into
LKM, XDP (eBPF) hooks and userspace API. We use the
1ibbpf library (v0.5.0) and Linux kernel eBPF support as of
v5.9.8 for XDP (Mellanox NIC m1x4 driver). HSUC and HUC
are implemented as Redis modules using the API version 1
in 910 and 810 lines of code respectively. Zookeeper variants
were tested modifying configuration parameters according to
the algorithmic complexity, without requiring internal mod-
ification. Both algorithms use a batch optimization to send
multiple messages for a single consensus instance.
Fine-tuning is crucial to ensure stable communication; be-
low we list some of the most relevant measures and settings.
We isolate FiDe’s core by assigning it to isolcpus kernel boot
parameter and shielding the core from standard IRQ by set-
ting their smp_affinity on other cores only, and from inter-
processor interrupt IRQs by using local irq save() [51].
We maximize the power state of FiDe cores to avoid costly
sleeping periods by setting them to the maximum C-state
(CO0). During testing, we found paging to be another source of
jitter, which we addressed by using hugepages for our buffers.
We also disable detrimental read-copy-update (RCU) stall
detector warnings from kernel boot options to prevent the OS
from interfering with the FiDe core which loop with interrupts
disabled [51]. FiDe uses custom network processing pipelines
to accelerate and stabilize packet transmission and delivery.
The LKM manages its own socket kernel buffers (SKBs) [68]
and uses an active pacemaker loop bound to FiDe’s uninter-
rupted core to send heartbeat messages (and active notifica-
tions) at as precise time as possible. On the receiving side,



FiDe uses XDP hooks to bypass the network stack. These use
eBPF maps of type BPF_MAP_TYPE_ARRAY for device mmaping,
allowing for efficient communication between kernel and user
space. XDP was chosen over other kernel bypass methods for
its superior stability in tests. We measure time using POSIX’s
clock_gettime (), with CLOCK_MONOTONIC parameter.

6 Evaluation

We evaluate FiDe by comparison with state-of-the-art services
and applications, addressing four research questions:

RQ1: How stable is FiDe’s underlying remote process inter-
action (cf. Reliability)?

RQ2: How quickly can FiDe detect failures (cf. Timeliness)?

RQ3: How well does FiDe scale in a real-world application
(cf. Reliability, Timeliness)?

RQ4: By how much can FiDe accelerate replication (cf.
Timeliness)?

RQ5: How do network faults and deployment impact FiDe
(cf. Reliability, Timeliness)?

Finally, we discuss the impact of FiDe on the underlying
system in terms of integration cost (cf. Non-intrusiveness),
and overheads of processing and network.

6.1 Benchmark setup

Datacenter. We ran all our evaluation on 6 servers of a
production datacenter of SAP hosting Arista 7280CR-48 [8]
switches and servers with Intel Xeon E5-2680 v4 at 2.40GHz
(28 cores, 56 threads), 1 TB RAM, Mellanox ConnectX-4
4x10 GbE [54] and Intel XL710 4x10 GbE [32] as commod-
ity NIC, Ethernet interconnects. All the servers are connected
via two redundant physical paths organized in a mini fat-tree
topology. Every node runs our own customized version of
Ubuntu 20.04 [75]. Our tests compare against a service/appli-
cation that uses RDMA due to the relevance of the technology
in modern systems and literature. For such applications we use
RDMA over converged Ethernet (RoCE) [65]. While RDMA
performs better on Infiniband networks we compare against
RoCE as the majority of existing datacenters still relies on Eth-
ernet. For multi-switch evaluation we use an additional cluster
of 2 Cloudlab’s [18] x1170 server, connecting its ConnectX-5
NICs to a number of Dell-s4048 type switches.

Comparison. We compare against three services chosen
for their relevance in research and practice, and diversity:

Falcon [45], the seminal multi-level reliable FD (cf. § 3.4);
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Figure 3: Maximum peer-to-peer latency evolution of the
compared approached over 2.3 trillion packets

X-Lane [35], a state-of-the-art system designed to achieve
ultra-latency and ultra-low relative jitter in datacenter in-
teraction, used to build a passive FD;

uKharon [24], a state-of-the-art group membership protocol
using RDMA and a Falcon-like multi-level FD. We com-
pare against its FD only, referred to as uKharon-FD.

uKharon-FD can be seen as a re-implementation of Falcon
on RDMA,; to our knowledge, it reports the fastest failure de-
tection in literature, as “within few tens of microseconds” [24]
(without exact quantification). We compare FiDe primarily
against uKharon-FD and X-Lane for performance, and use a
re-implemented version of Falcon on commodity hardware
as baseline. Note that, since Falcon can be customized to de-
tect more complex types of (gray) failures whose detection
is inherently slower, we compare only against Falcon’s crash
detection mechanism. We compare integrations of FiDe into
Redis and Zookeeper against the originals. For Redis, we also
compare against RedisRaft [64], an official module developed
by RedisLabs using Raft for state machine replication (SMR).

6.2 Interaction stability (RQ1)

Our first experiments evaluate the possibility of achieving
stable, bounded interaction latency (§ 3.2) in practice.

Methodology. We test FiDe’s heartbeat mechanism by run-
ning a simple ping-pong protocol over several weeks with con-
current real-life traffic and logging the peer-to-peer latency
for every packet. The dataset size amounts to 2.3 trillion con-
secutive packets which is 10x the amount used in previous
work evaluating stable interactions [35] and over 1000 the
amount used in works focusing on performance (vs. stabil-
ity), e.g. [30, 60]. We found 20us to be the lowest possible
interval that provides stability with maximal throughput. All
other works were tested with > 100us sending interval, fa-
voring them over FiDe in terms of expected jitter. We use
stress-ng [70] and iPerf [33] to generate periodic spikes of
maximum CPU and network utilization. Priority queues are
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Figure 4: Failure detection accuracy for application crashes:
false positives per minute (lower is better) at increasing time-
out values. Timeout is meant as maximum time to wait before
declaring a remote process unresponsive: a suitable value
should yield no false positives (i.e., strong accuracy)

reserved for FiDe. In this benchmark, we tested Falcon’s com-
munication between its client library and the spies in isolation
(i.e., without failure detection logic). The same was done for
uKharon-FD, that we refer to as “RDMA” since we consider
only the communication and the packet processing layer.

Results. Fig. 3 shows that FiDe achieves upper-bounded in-
teraction latency at < 45ps (black dotted line), outperforming
other approaches by over 5.4x. RDMA’s latency is the clos-
est to FiDe in terms of magnitude quickly reaching ~ 50us
but peaking at 243ps after 70 billion packets. Regular “jumps’
in latency including this last one suggest that despite having
excellent average performance, RDMA by itself is not suf-
ficient for stable interactions. We attribute the cause of this
instability to network and process interference which FiDe
actively aims to minimize. X-Lane shows better stability with
latency ranging from 100us to 550us which is above the val-
ues reported [35], most likely because it was tested at much
higher throughputs. Lastly, Falcon shows the most unstable
latency, showcasing the importance of reactive processing (§
3.2) which Falcon does not optimize. In fact, jumps in la-
tency often correspond to an increase in the CPU load of the
involved nodes. The graph line was cropped for readability.

1

6.3 Application failure detection (RQ2)

We define failure detection latency as the time between (1) an
application process crash and (2) a failure notification delivery
on a remote monitoring node. As (1) are (2) occur on different
nodes, we divide latency into segments which are relative to
each node to account for clock mismatch.

Methodology. We use optimal sending intervals and same
settings as § 6.2. Since multi-level FDs such as Falcon and
uKharon-FD have different detection “modes”, we compare
against the fastest of each.
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Figure 5: Failure detection empirical density distributions.
The left plot shows the PDF (thinner is better) while the right
plot shows the CDF. Each approach uses 107 datapoints taken
from the respective empirical distributions.

Failure detection timeouts. Fig. 4 shows the failure detec-
tion accuracy in terms of number of false positives per minute.
Every FD monitors an application and is set to send regular
heartbeats at the smallest interval possible. False positives are
obtained by counting how many times a local FD instance in-
correctly signals a remote application process failure (i.e., no
heartbeat) at a given timeout which is strictly larger than the
heartbeat interval. Results show that FiDe can use timeouts
larger than 48us which is ca. 16x faster than uKharon-FD and
X-Lane which reach perfect accuracy only at around 800ps.

Average and maximum failure detection times. The sec-
ond requirement set for our design is low failure detection
time (§ 2.2) which is required for fast process recovery in
critical scenarios in production systems. Since we do not have
access to a global clock in our system, we measure crash fail-
ure detection time based on the empirical joint distribution of
the latency of the 3 steps involved in a successful failure noti-
fication delivery: (1) time from the manually injected crash to
when it is picked up by the local FD instance; (2) communica-
tion latency from the local FD instance to the remote node; (3)
latency for “delivery” from message reception at the remote
FD instance to the remote monitoring application. We mea-
sure the inspector-enforcer crash detection latency for Falcon
which consists in the time between the detection of an appli-
cation crash and its communication to the local monitoring
process trough inter-process communication (IPC).

Fig. 5 shows the empirical density distributions. The CDF
in the right plot shows two almost vertical lines which flatten
at the very top for FiDe and uKharon-FD, indicating that the
vast majority of failures will be detected close to the average
latency, with increases only around the 99.999th percentile.
The PDF plot on the left of the figure provides a smoothed
view of the same data which further highlights the differences
between the two approaches. FiDe’s failure detection is more
deterministic and reliable, showing a low number of modest
outliers contained in the narrow base of the curve. Tab. 2



Table 2: Summary of evaluated + state-of-the-art failure de-
tectors, considering crash failures of A = application, OS =
operating system, C = catastrophic (worst-case timeout). All
values are in ps. Slanted numbers are taken from respective
publications and blank values were not addressed.

ApproaCh Aavg Amax oS Ct imeout
FiDe 4.58 26.54 45.00 45.00
uKharon 17.39 193.56 30.00 1000.00
X-Lane 354.75 718.54 600.00 600.00
Falcon 496.29 169000.00 204000.00 3.00x 108
Zookeeper 3000.00 12000.00

Panorama 2000.00  8000.00

summarizes average and maximum failure detection latencies
of the compared approaches. FiDe achieves us-range average
failure detection outperforming the state-of-the-art uKharon-
FD by 3.8 on average and by 7.2x at maximum (worst-
case) latency, and X-Lane by 77x and 27 x respectively. The
table reports timeouts used to detect OS and catastrophic
failures which uKharon-FD and Falcon address using specific
probes. FiDe can use a general, worst-case timeout as low as
45us, orders of magnitude below other approaches apart from
uKharon-FD’s OS timeout, reported as 30us [24]. We believe
that a much higher timeout would be needed in our (non-
Infiniband) setup as suggested by previous measurements.
Tab. 2 includes statistics from Panorama [27], a state-of-the-
art gray failure detector, and Zookeeper’s FD for reference.

6.4 FiDe for key-value stores and distributed
synchronization (RQ3, RQ4)

FiDe’s main goal is to be used as a reliable building block
for efficient and simpler coordination protocols. To showcase
the benefit of using FiDe beyond failure detection, we eval-
uate our novel algorithms proposed in § 4 integrated into
Redis and Zookeeper. We refer to our variants as Redis-
FiDe (RedisFiDe)-HSUC/HUC and Zookeeper-HSUC/HUC
respectively. We evaluate the SET request latency and through-
put performance to address RQ3 and RQ4. We do not evaluate
GET requests since all approaches would simply return the
requested value, adding no overhead to native performance.

Methodology. We use the official redis-benchmark [63]
utility for Redis and custom Zookeeper native client [83] with
the following settings: 50 concurrent clients, for a total of 1
million SET requests. For every approach, all requests are sent
to the leader which is the only possible option for both Red-
isFiDe and RedisRaft. The latter uses batch optimization. In
Zookeeper, we use Oracle quorum setting [83] and configure
the ensemble to reproduce the complexity of our algorithms
substituting Zab’s atomic broadcast with consensus instances
ordered by the leader. In HUC’s implementations, the leader
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Figure 6: SET request performance of Redis and Zookeeper
with different replication algorithms for given numbers of
tolerated process failures (except for “Redis” reported as base-
line). The values in between points on the x axis for RedisRaft
are due to its use of a larger number of processes for tolerating
the same number of failures cf. Tab. 1.

orders and batches concurrent requests which fit in the piggy-
back payload in a given FiDe heartbeat interval (at least multi-
cast period and in the benchmarks HB; = 100 us for every p;).
We scale up to five and three tolerated failures, respectively
9 Redis instances and 7 Zookeeper instances, large sizes for
a replication cluster (§ 2.3). Note that no method benefits
from traffic prioritization: HUC-based services immediately
return after piggybacking the decision message, hence only
exploiting FiDe’s accuracy and not latency enhancements. We
evaluate HSUC-based services without traffic prioritization.

Results. Fig. 6a and Fig. 6b show throughput and latency
of the compared approaches respectively. The metrics are
plotted against the number of tolerated process failures cor-
responding to Tab. 1. The number of points equals to the
number of processes. Since RedisRaft requires at least 3 pro-
cesses to run, we put a “null” point as a placeholder for two
processes (empty circle). All FiDe implementations almost
always outperform the native performance, except for Redis
which does not provide consistency guarantees. HUC has
the highest throughput, 1.22x on average and 1.7x at maxi-
mum better than RedisRaft, and 1.71x on average and 2.23 x
at maximum for Zookeeper. It also has the lowest latency,
respectively, reduced by 0.79x on average, 0.46x at maxi-
mum against RedisRaft, and 0.64 x on average, and maximum
0.57x against Zookeeper. This is expected: the leader in HUC



uses only one heartbeat multicast to piggyback its decision
directly, making FiDe’s heartbeat interval (HB;) and piggy-
back size limit (6) the major factors affecting throughput.
Considering HB; = 100ps for all p; and 6 ~ 400B, we can
estimate the max throughput to be around 32 Mbit/s, largely
sufficient for this benchmark. HSUC implementations show
typical downtrend in both latency and throughput when the
number of involved processes increases.

6.5 Network faults and deployment (RQ5)

We evaluate the network fault tolerance mechanism by es-
timating the probability of a critical compound failure, i.e.,
both redundant multicast trees failing withing a short time (cf.
§3.3), at different scales.

Methodology. We assume the widely-deployed multi-
rooted fat tree topology [48] as defined by Al-Fares et al. [5],
which uses multiple rooted trees to approximate a classical
fat-tree (e.g., see Fig. 8 in App. C). We consider trees with
height = 1,2,3 which we define as half the diameter of the
tree. Note that multi-rooted fat trees always have an even num-
ber of nodes. We deploy FiDe in the multi-switch Cloudlab
setup to analyze the effect of increased latency on previously
measured application and OS failure detection time as well
as RedisFiDe SET request latency. We apply the network and
CPU load of §6.2. We estimate the probability of critical com-
pound failure by taking empirical failure probabilities from a
popular study [22]; see App. C for a detailed breakdown.

Results. As expected (see Tab. 3), we observe an increase
on the average application failure (A,,¢) and OS failure (OS)
detection times due to the added network distance, with la-
tency overheads roughly equivalent to the additional switch
forwarding latency of 5-10us for larger fat trees. The impact
on RedisFiDe HSUC and HSUC variations is instead mini-
mal, due to the latency being dominated by Redis’ request
processing. Note that results for 1 switch vary compared to
previous tests due to the different hardware setup (cf. Fig. 6b).
The expected frequency of 1 critical compound failure ev-
ery 22.7 years in the ideal deployment shows that FiDe is
extremely likely to guarantee reliability for any realistic up-
time. A back-of-the-envelope estimation of the probability of
packet corruption in Ethernet + TCP (cf. App. C and [69]),
widely regarded as reliable and used as such [29], shows that
we could observe one packet corruption every 2.3 days at best,
making FiDe more than 3 orders of magnitude more reliable.

6.6 FiDe in the bigger picture

Implementation costs. FiDe meets Non-intrusiveness: no
application-specific failure detection code is required for the
implementation of RedisFiDe modules apart from the nec-
essary API calls, which amount to 6 lines of code including

Table 3: Consequences of deployment at larger scale. freqgccr
is the expected frequency of a critical compound failure, Ag,g
and OS respectively denote average application and operating
system failures, RF= average latency of RedisFiDe deployed
on 2 processes (1 tolerated process failure).

Tree Aavg oS RFHSUC RFHUC f}"

height 1) (us)  (us)  (us) caecr
1 (ideal) 6.34 45 531 518 1/22.7 years
2 13.62 65 580 530 1/11.3 years
3 20.89 80 621 541 1 /6 years

the imports. FDs using internal observation (§ 3.4) can have
a much larger impact in similar contexts: applications based
on Pidgeon [43] require 68 and 414 integration lines of code,
while Falcon requires up to 159 for replication protocols [45].

Combination with other FDs. FiDe can be combined
out-of-the-box with other, more comprehensive (i.e. multi-
level/gray) FDs through its API (§ 3.1). This would allow
for performance gains and wider coverage, e.g., terminating
processes that are out of control such as through deadlocks,
getting the best of both worlds. For example, integrating FiDe
into Panorama would improve Panorama’s average crash fail-
ure detection by ca. 400x. Moreover, piggybacking probes’
observations on FiDe’s fast communication substrate could be
exploited to accelerate remote detection of other types of fail-
ures, e.g., by more than 2 orders of magnitude for Panorama’s
reported propagation delay of 776.3us [27] and more than 3
orders of magnitude for Falcon.

Overhead. FiDe’s impact on the system consists in process
and network resources reserved to enable reliable interac-
tions (§ 5). We reserve one CPU core fully utilized during
peak performance. This might impact performance differently
depending on the processor’s core count; in our case, it con-
stitutes only 1/56 (1.79%) of overall server processing power.
The overhead introduced by the kernel watchdog, specifically
kprobes, is in the order of ns thus negligible. In the network,
we reserve highest priority queues (where needed) and con-
sume bandwidth proportional to the periodic multicast proto-
col parameters (§ 3.3). In our setup, bandwidth consumption
amounts to ~250 Mbit/s for links adjacent to endhosts, and at
most kx50 Mbit/s inside the network, for k FiDe processes.

Mitigation and future work. Highly available core ser-
vices targeted by FiDe are usually placed in a way to guaran-
tee performance in practice, avoiding co-locating too many
other compute intensive processes, achieving the effects of
FiDe resource reservation by deployment [19, 83]. Further-
more, both processing and networking costs are mitigated
by the efficiency of FiDe-based services, namely the smaller



number of nodes to tolerate same amount of failures as tradi-
tional quorum-based fault-tolerant services. We propose the
following methods to mitigate energy consumption. Increas-
ing FiDe’s heartbeat interval, e.g. to hundreds of ps, would
greatly reduce core utilization and only compromise failure
detection time for passive failure detection. While we did not
test kernel/system upgrades, FiDe simply treats them as fail-
ures and requires no particular upgrade strategy. We assume
such updates are infrequent and also always provide a degree
of backward compatibility. Combining FiDe with one of the
state-of-the-art interference-aware CPU schedulers [21,57],
could provide stable processing without reserving a full core.
Priority queues can be shared with other applications, as long
as the resources needed are accounted by FiDe controller.

7 Related Work

FDs. Being able to detect failures promptly and reliably can
tremendously improve distributed systems performance [4].
One of the most prominent works is Falcon [45], which aims
to implement a reliable FD using system-tailored design with
a web of layer-specific probes (spies). Falcon allows program-
mers to define failures but pays with intrusiveness, complexity,
and observation overhead. Several FDs use a system-tailored
design [7, 24, 43, 44], including gray/partial failure detec-
tors [27,49,50,52,58] which enhance system availability by
detecting subtle failures. FiDe uses a ground-up system-driven
approach focusing on crash-stop process failures, gaining in
reliability, usability, and detection timeliness.

Accelerating ps services. Many real-world distributed ap-
plications require operations at the ps scale [9, 10, 67], for
which they rely on fast fault-tolerant distributed services built
on top of FDs. State-of-the-art works here include Mu [2],
Hovercraft [39], and DARE [60] for SMR, and uKharon [24]
for group membership. Mu and DARE employ heartbeat-
based FDs and assume stable interaction but fail to guaran-
tee reliability respectively by not considering jitter sources.
uKharon puts a stronger focus on reliability and implements
a multi-level FD, achieving the fastest performance to our
knowledge with a 50 ps full membership change. However,
it fails to tackle the unpredictability of the network and op-
timizes heavily for RDMA on Infiniband, strongly limiting
deployment. FiDe proposes a different approach with strong
focus on reliability and timeliness, improving over uKharon
by 7.2 on worst-case failure detection, on generic Ethernet.

Stable communication in datacenters. An ever-growing
number of systems optimizes tail-latency for datacenter re-
mote procedure calls through specialized networking stacks in
hardware/software co-design [30,71] and software only [11,
16,21,37,38,46,57,59,61,81]. These works achieve ns [30]
and ps tail-latency through optimal endhost packet processing

but do not consider sources of jitter in the network, hamper-
ing stability at the tail end. QJump [23] leads the way to
achieve minimal, stable tail-latency in networks but does not
consider jitter at the endhost, leading to the same issue. To
our knowledge, the only comprehensive approach for end-to-
end stable latency is given by X-Lane [35]. FiDe leverages
network and process execution a-la X-Lane, but introduces
more efficient and reproducible packet processing, critical
novel design features including TE tailored for redundancy,
reliability towards network failures and a ground-up, robust
design tailored to failure detection (non-intrusive, prompt
monitoring, active detection) offering dramatic improvements
in throughput (50x from the values reported [35]) and reli-
ability. Seminal work on deterministic distributed processes
was introduced by DDOS [28]. However DDOS has signif-
icant overhead in remote process interaction, which FiDe’s
communication substrate could significantly reduce. Several
prior works simply take stable interactions as given for, e.g.,
optimal weaker FDs [3], coordination primitives like leader
election [66], or even synchronous BFT and blockchain pro-
tocols [1,26] on top of a commodity software stack, without
any concrete implementations to enforce such assumptions.
Clock synchronization protocols such as PTP [31] and
TrueTime in Google Spanner [15] provide a very accurate
global clock to support synchronous systems. Since gains
in clock drift accuracy (ns-scale) are so small compared to
interaction/communication latency (us-scale), FiDe focuses
on the latter leaving possible integration with accurate clock
synchronization mechanisms for future work.

8 Conclusions

An increasing number of highly available, distributed applica-
tions are being deployed in datacenters. A key challenge in
building such applications is detecting failures quickly and
reliably, to ensure liveness and safety. Yet, existing failure de-
tectors (FDs) fail to provide reliability at the ps scale, leading
to inefficient, quorum-based coordination services built on
top. Such FDs and are also often intrusive, making it hard for
programmers to use them. FiDe fills this gap by providing
reliable failure detection accelerated with respect to the state
of the art by up to 7.2x, and 3.8 x on average. To this end
FiDe introduces a novel split system design, built ground-up,
for timely interactions (communication and processing). Be-
yond failure detection, FiDe can be used as building block for
simpler, faster algorithms. We propose 3 novel coordination
primitives, accelerating replication in Redis and Zookeeper.
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A FiDe-based Algorithms

The reliability of FiDe allows for the implementation of a
particular set of distributed algorithms based on a reliable FD
primitive, referred to as perfect FD () in the widely know
Chandra&Toueg classification [14]. While 2 is provably im-
possible to implement, we find the probabilities of FiDe to
break its strong completeness and strong accuracy properties
to be negligible, hence our motivation for the adoption of
for our novel algorithm.

Such algorithms are simple and, most importantly, reliable
as they can tolerate a larger number of failures (N — 1) com-
pared to their pure asynchronous counterparts. In traditional
timeout-based FDs, those gains may come at the of cost per-
formance degradation due to the time spent waiting for failure
notifications. Instead, the us-scale detection times provided by
FiDe enables the adoption of P-based algorithms in practice,
which in many cases can improve the system performance
considerably even in failure-free runs.

A.1 Primitives overview

In this work, we propose one reliable broadcast primitive,
OSRB (§ A.2), and two FiDe-based novel algorithms to solve
the uniform consensus problem. The first algorithm, HSUC (§
A.3), relies directly on  and the OSRB primitive. The second
algorithm, HUC (§ A.4), exploits the piggyback feature of
FiDe to implement a heartbeat broadcast primitive which is

optimal in message complexity for consensus. All algorithms
assume an asynchronous system with a reliable FD primitive
in the crash-stop process model. We present the uniform
consensus specification taken from [13] below.

Termination: Every correct process eventually DECIDES
some value.

Validity: If a process DECIDESs v, then v was PROPOSEd by
some process.

Integrity: No process DECIDEs twice.
Uniform agreement: No two processes DECIDE differently.

All the handlers are assumed to execute atomically, and,
if multiple handlers are enabled at the same time, they are
triggered in a fair manner.

A.2 Optimistic Stabilizing Reliable Broadcast

We start by presenting specification of a reliable broadcast
primitive and our implementation of that primitive, dubbed
OSRB, which we later use in our consensus algorithm.

Properties. The reliable broadcast has BROADCAST down-
call and DELIVER upcall that must satisfy the following.

Validity: If a correct process p BROADCASTSs a message 1,
then p eventually DELIVERS m.

No duplication: No message is DELIVEREd more than once.

No creation: If a process DELIVERs a message m from p,
then m was previously BROADCAST by process p.

Agreement: If a message m is DELIVERed by some correct
process, then m is eventually DELIVERed by every cor-
rect process.

Algorithm. Like other lazy reliable broadcast primitives
[13], OSRB optimistically implements BROADCAST using
a multi-send and buffering received messages, which it may
need to retransmit later upon detecting a process failure via
P. The reception of a message for the first time triggers the
DELIVER. As a novel performance improvement, OSRB intro-
duces an additional downcall called STABILIZE, which takes a
message id as an argument. STABILIZE gives the possibility to
apply a stabilization criterion to limit the messages buffered
in retransmit and therefore lazy message relay upon failure.

Stabilility: If any process STABILIZESs id, then every correct
process has RECEIVEd msg s.t. id = ID(msg).

Note, it is the responsibility of a user of OSRB to ensure
that the stabilization criterion is satisfied as otherwise, the
agreement property can be violated.
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Algorithm 2: Optimistic stabilizing reliable broadcast
(OSRB). Executed by every process p;

1 correct + {1,2,...,N}/* set of process ids */
2 retransmit < {}/* set of messages */
3 delivered < {}/* set of message ids */

4 to BROADCAST(msg)
5 for p; € correct do
6 L SEND(msg) to p;

7 upon RECEIVE(msg)
8 | if ID(msg) ¢ delivered then

9 retransmit < retransmit U {msg}
10 DELIVER(imsg)
1 delivered < delivered U {ID(msg)}
12 upon CRASH(j) from P
13 correct < correct \ {j}
14 for k € correct do
15 for msg € retransmit do
16 L | SEND(msg) to pi

17 to STABILIZE(id)
18 if Imsg € retransmit |id = 1D(msg) then
19 L retransmit < retransmit \ {msg}

Correctness OSRB keeps track of the delivered messages
in the delivered variable to guarantee No duplication since a
process can receive messages it has already seen upon failure
detection. The Validity and No creation properties are guaran-
teed by the reliable links abstraction and the fact that we send
to all correct processes. The Uniform agreement property is
derived from Validity, P’s accuracy, and the message retrans-
mission upon failure detection when STABILIZE has not been
called for that message’s id. If STABILIZE has been called,
then it is the stabilization criterion that ensures validity. We
demonstrate a concrete example of the use of stabilization in
the HSUC Alg. 3.

A.3 Hierarchical Stabilizing Uniform Consen-
sus

Alg. 3 called hierarchical stabilizing uniform consensus
(HSUC) solves uniform consensus using a hierarchy among
the processes, a reliable FD detector and the previously de-
fined OSRB primitive.

Algorithm. The algorithm is re-adapted from the hierar-
chical uniform consensus algorithm in [13], originally taken
from [42]. It assumes asynchronous communication, reliable
links, unique message ids and sequential execution of con-
sensus instances. The latter means that at any given process,

Algorithm 3: Hierarchical stabilizing uniform consen-
sus (HSUC). Uses OSRB. Executed by every process

Di

correct + {1,2,...,N}/* set of process ids */
leader +—MIN(correct)

proposal <— 1

proposer +— L

acks < 0

lastid + |

QA R W N =

2

to PROPOSE(V)
8 if proposal = 1 then

9 L proposal < v
10 if i = leader then
11 for j € correct do
12 | SEND(V) to p;

13 upon RECEIVE(v) from p;
14 if proposer = L or j > proposer then

15 proposal < v
16 proposer < j
17 SEND(ACK) to p;j

18 upon RECEIVE(ACK) from p;
19 | acks < acksU{j}

20 upon acks O correct
21 BROADCAST(proposal)
22 acks <0

23 upon CRASH(j) from P

24 correct + correct\ {j}

25 if j = leader then

26 leader + MIN(correct)

27 if i = leader and proposal # | then
28 for k € correct do

29 L L SEND(proposal) to pi

upon DELIVER(V)

30 STABILIZE(lastid)
31 lastid < 1D(v)

32 DECIDE(V)

33 proposal < L

between any two PROPOSE invocations, there is exactly one
DECIDE event. We also assume two kinds of implicit behav-
iors for all handlers in HSUC. First, a process buffers mes-
sages corresponding to future consensus instances until the
process has made a decision for all the previous instances.
Second, it ignores messages from all the consensus instances
for which it has already decided. The consensus instance can
be identified by attaching and propagating a consensus in-
stance number inside every message. HSUC can tolerate up
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Figure 7: HSUC and HUC execution diagrams. Black lines represent timelines for each process increasing from left to right.
HUC enforces message-then-failure ordering through FCURB (bottom right diagram) while HSUC allows the safe delivery of a
decision message through OSRB even after a failure detection event (bottom left diagram).

to f = N — 1 failures where N is the number of total processes
in the system.

The algorithm is round-based, with every round lasting
until at least one failure is detected. The leader of every round
is deterministically chosen to be the correct process with the
lowest id.

In failure-free runs, the algorithm requires only one round
and uses three communication messages: (D the leader multi-
SENDs its proposal to all correct processes, which then 2)
adopt the proposal as their own and SEND an ACK to the
leader upon reception. @) Once the leader has collected ACKs
from all alive processes, it reliably disseminates the decision
using the OSRB primitive. The algorithm goes through these
same three phases if up to f = N — 1 non-leader processes
fail.

If the leader of a round fails, all correct processes detect

it and proceed to a new round in which a new deterministi-
cally elected leader starts multi-sending the proposal message
(line 11 and line 28). Note that even if the leader fails af-
ter sending its decision, all the alive processes have their
proposal set to the leader’s so any future leader would broad-
cast the same proposal as the failed leader. If the leader de-
cides on v and then crashes before its decision can reach any
other process, any of the following leaders will propose v as
it was adopted as own proposal.
The reception of the next round’s decision defines the stabi-
lization criterion of OSRB. Once this phase of the algorithm
is reached, STABILIZE (lastid) [Alg. 3, line 30] can be safely
called so that the message from the previous consensus will
not be retransimitted by OSRB upon future failure detections
[Alg. 2, line 15].

Process diagrams in Fig. 7 depict example executions of
HSUC. Upon failure of the leader, the OSRB primitive en-
sures that the decision message is eventually delivered. The
delivery can occur even after another process detects a failure
and proceeds with the leader election. HSUC ensures that

correct processes which receive a decision message (p3 in the
bottom-left diagram) will not ACK future proposal by another
leader preventing mismatched decisions.

Correctness. The validity property follows trivially from
the algorithm and from the no-creation properties of commu-
nication abstractions. The integrity follows from our assump-
tion that all the messages from earlier consensus instances are
ignored once the decision is made. For Termination, it is suf-
ficient to show that at least some correct process DELIVERS,
for OSRB’s agreement ensures that then every correct process
DELIVERSs and, hence, decides. Assume no correct process
DELIVERS, consider then correct process p;+ with the lowest
process id i*. Eventually, due accuracy and completeness of
P, pi+ will become and always remain a leader. Right at that
point (on line 11 or line 28), p;+ will multisend its proposal.
Note that due to accuracy of 2, no process p; with j > i* will
become a leader, and, hence, will multisend its proposal or
set its proposer variable to j. Hence, no proposer variable
will ever get set to j > i*, implying that eventually all the
correct processes will respond to p;<’s proposal triggering
pi+ to BROADCAST, and hence, DELIVER, contradicting our
assumption. The fact that processes ignore messages from
older instances does not hinder termination as advancing to
the next instance is only possible after DELIVER, hence all
correct processes continue to participate under our assump-
tion that no correct process DELIVERS. To show Uniform
Agreement we argue that all the BROADCASTS necessarily
carry the same value. This is guaranteed by phase (D) and Q)
of the algorithm that ensure that every process will propose
hence decide on the same value even if a leader fails before
delivering a decision. Specifically, the moment process p;
receives all the ACKnowledgements all the alive processes
must have their proposal equal to that of p;. First of all, no
proposal has been sent by p;, j > i as no such p; could have
become a leader for i is still alive. Hence, all the processes



that have received p;’s proposal have ACKnowledged it and
could not yet have changed their proposal value. We also
need to show the Stability criterion of OSRB since it could
be violated by an unsafe call to STABILIZE and violation of
the agreement. Stability of lastid is guaranteed as if a process
receives a decision, then a leader must have collected all the
ACKs for the current consensus instance, meaning that all the
correct processes have responded with those ACKs and they
have decided in the previous instance on some proposal v with
ID(v) = lastid as otherwise ACK requests would be buffered
instead.

Complexity. In the failure-free cases, HSUC uses 3 mes-
sage delays and exchanges O(N) messages. Each failure of a
leader adds 2 additional delays and O(N) messages for con-
sensus and O(N?) for the OSRB retransmission upon failures
[Alg. 2, line 15]. If we used a lazy RB instead of OSRB ,
e.g. "Lazy Reliable broadcast" in [13], the added complexity
overhead of the RB would be O(M x N?) where M is the num-
ber of messages sent in all previous instances of consensus.
This performance improvement is achieved through message
stabilization logic.

A.4 Heartbeat Uniform Consensus

The second implementation of uniform consensus that we
propose is called heartbeat uniform consensus (HUC) and is
shown in Alg. 4.

Overview. Once again we assume asynchronous communi-
cation and reliable links. HUC uses a leader-driven decision
logic with a new leader elected deterministically by selecting
the process with the smallest ID upon failure of its predecessor.
Here FiDe is used both as P and as the means to piggyback
decision messages. As for HSUC, we assume that messages
pertaining to old consensus instances are ignored and future
ones are buffered. This simple algorithm is meant to show-
case the reduced logical and message complexity that can
be achieved in failure-free executions when using FiDe as
backbone of distributed systems. Enabling such reductions is
arguably the most relevant contribution of this work.

Fail-consistent uniform reliable broadcast. We abstract
FiDe’s piggyback feature into a primitive called fail-
consistent uniform reliable broadcast (FCURB). Since there
is a limit on the message size for the piggyback method, we
assume small message sizes. A practical implementation of
this assumption is to reliably disseminate the messages in
advance, using FiDe piggyback for message ids only. The
properties of fail-consistent uniform reliable broadcast are:

Validity: If a correct process p BROADCASTS a message m1,
then p eventually DELIVERS m.

Algorithm 4: Heartbeat uniform consensus (HUC).
Uses FCURB. Executed by every process p;

1 correct < {1,2...N}

2 leader <— MIN(correct)
3 proposals + [ LN

4 acks 0

5 to PROPOSE(val)
6 proposalsli] < val
7 SEND(val) to preader

8 upon RECEIVE(val) from p;
9 proposals|j] + val
10 | acks < acksU{j}

11 upon acks D correct

12 val <—DET(proposals)
13 acks <0

14 BROADCAST(val)

15 upon CRASH(j) from FiDe
16 correct < correct \ {j}
17 proposals|j] + L
18 if j = leader then

19 leader <—MIN(correct)
20 if proposals[i] # L then
21 L SEND(proposals|i]) t0 preader

22 upon DELIVER(val)
23 LDECIDE(val)

No duplication: No message is DELIVERed more than once.

No creation: If a process DELIVERs a message m from p,
then m was previously BROADCAST by process p.

Uniform agreement. If a message m is DELIVERed by some
process, then m is eventually DELIVERed by every cor-
rect process.

Fail-consistency: If process p DELIVERs a message from
process g, then p has not yet received CRASH notification
for g.

Validity, uniform agreement, and fail-consistency are guar-
anteed by FiDe’s reliability: a heartbeat message m BROAD-
CAST by p is guaranteed to be either (i) DELIVERed by all
correct processes and confirming that p is still alive, hence
fail-consistency; or (ii) being lost for all processes as a result
of p failing before actually sending out m. No creation and no
duplication are guaranteed by underlying guarantees of the
links and the fact that no re-transmission are needed. We use
FCURB to implement Alg. 4, heartbeat uniform consensus.

Algorithm. HUC uses two communication steps in failure-
free executions: (D) every process sends its proposal to the



leader, @ once the leader has collected a proposal from ev-
ery correct process it deterministically decides using the DET
function (Alg. 4, line 12) and then disseminates the decision
by using FCURB. If the leader fails, every alive process cor-
rectly detects and proceeds with the next leader (line 19).
Note that the delivery of a decision can never follow a failure
detection event thanks to fail-consistency properties of our
FCURSB i.e., FiDe piggybacking mechanism. A leader can
fail and not broadcast a decision message (scenario depicted
in Fig. 7) or broadcast and immediately fail, in which case
the decision is reliably delivered to all processes by FCURB..

Correctness. Validity follows from the validity of underly-
ing communication abstractions, and integrity follows triv-
ially from the assumption of ignoring old consensus messages
after the decision is taken. Termination for Alg. 4 is guaran-
teed once any process DELIVERs due to FCURB’s uniform
agreement. Assume, similar to HSUC that never happens,
and consider again the correct process p; with the lowest i*.
Eventually every process would recognize p;+ as a leader (due
to ’s completeness and accuracy) and, hence, will eventu-
ally send their proposals to p;+ either on line 21 or on line 7,
which would be collected by p;+ and, hence BROADCAST, and
hence DELIVERed. Uniform agreement follows easily once
we show that only one successful BROADCAST every happens.
To see that, assume that process p; and p;, j > i both success-
fully broadcast, for that to happen, p; should have received
a proposal from some correct process py. That implies that
Pk thought p; was the leader and, hence, must have received
a failure notification from p;, but due to fail-consistency p;
must have DELIVERed p;’s decision first, and, hence, should
have advanced to the next instance, a contradiction.

Complexity. In the failure-free cases, HUC uses 2 mes-
sage delays and exchanges O(N) messages. Each failure of a
leader adds 1 additional delays and O(N) messages for con-
sensus. HUC has better performance than HSUC (Alg. 3) and
other asynchronous with 2 algorithms in literature [13]. It
also has equivalent or better performance than widely known
partially synchronous consensus algorithms (e.g. Paxos [41],
Raft [56]), but higher fault tolerance: Typical quorum-based
algorithm can tolerate f = N/2 — 1 failures compared to
f =N —1 of the algorithms proposed in this section. The
downside is that the throughput and message size are limited
FiDe’s periodic multicast protocol which may be a bottle-
neck in very large systems. To overcome limited message
size, clients might need to broadcast messages to replicas in
advance.

B FiDe Traffic Engineering Algorithm

The key responsibility of FiDe traffic engineering is to con-
struct the multicast trees and derive the parameters of the

periodic multicast protocol, while incorporating global view
on the behavior of network nodes provided made available
by SDN, namely bandwidth, latency and jitter of network de-
vices. Latency and jitter parameters of the network subsystem
at endhosts are estimated empirically using a purpose-built
tool. Crucially for FiDe’s reliability, there must be K multicast
trees for the same sender/receivers pair and those tree must
be vertex-disjoint in their internal nodes (leaves are always
the same) providing necessary redundancy in case of link or
switch failures; henceforth we use vertex-disjoint to mean
“vertex-disjoint in internal nodes”.

To decouple optimization process from ensuring latency
guarantees, we employ a similar high-level approach as
in [35], namely, first, we find the most promising set of mul-
ticast trees, and only then we compute the protocol parame-
ters. For the latter, we take the adjustment phase from [35]
and extend it to account for redundant trees: given a set of
vertex-disjoint trees 7 for sender p; and receivers { pj} jels
the parameters for 7 are derived from tree parameters as:

Omax (i,J) = min(Cpmax (T) : T € T)
Tomin (i,]) = max (fin (T) : T € T)
Amin (i, j) = min(Afs (i, /) : T € T)
Bmax (i, /) = max (M (i, ) + 80x (i) : T € T) = Amin (i )

The tree-finding task is more challenging as we need to
ensure vertex-disjointness. The main building block is finding
the set of trees for a single request, represented by a FiDe
sender process p;, receiving processes { p;‘} jeJ» requested
packet size Omax (i,J), and desired sending period Tyin (i,J).
The key observation that we make to enable practical algo-
rithm for finding a set of vertex-disjoint paths is that datacenter
networks have regular structure. Let us denote the network
graph as G = (V, E), the distance between u,v € V as d(u,v),
the set of endhosts as H C V, for a FiDe process p,’; we let iy
denote the endhost where pj is running and let Hy = {h;} je;.
We also define the set of all nodes at distance exactly r from v
asN"(v) ={u €V :d(v,u) =r}, and the set of all endhosts #’
such that there exists a shortest path from z € H to &’ through
v as Ny(h~v)={h € H:d(h})=d(hv)+d(vh)}.
Now, the regularity of the network topology is expressed
by the assumption that for any endhost & € H, and any
two nodes v,v' € G"(h), either Ny (h ~> v) = Ny(h ~ V')
or Ny (h ~> v) NNy (h ~> V') = 0; moreover for any i’ € H,
W # H we have Ny (h~ h') = {h'}.

The core idea of the algorithm is to produce a set of
multicast trees 7 bottom-up, each step being identified by
re{0,...,r*}, where r* is the largest satisfying N’ (h;) # 0.
At layer r, we consider G"(h;) = V{ U...UV UV’ each
V/ representing an equivalence class w.r.t. Ny (h ~» —), so
Ny (h ~ V) is well-defined, and Ny (h ~ V) NH; # 0. We
call V{ leaf if V[ = {h;} for some h; € H;. For each V//, for
each X C V/,s.t., X =V for leaf V" or |[X| = K for non-
leaf V/ the algorithm constructs set 7, (X) of |X| rooted



vertex-disjoint trees, s.t. (1) the set of roots must be exactly X;
(2) each tree must have exactly Ny (h ~» V[ )N Hj as leaves;
and (3) all paths from the root must be shortest in G.

The base case corresponds to V;/ being leaf, where 7, (X)
has a single trivial tree. For the inductive case, we want to
build Z;"(X) for non-leaf V. To that end, we consider all
V"1 such that Ny (h; ~ V;*!) C Ny (h; ~ V). Each such
Vkrfrl would give a separate child to each of the K trees in
7/ (X) as due to our assumption of Ny (h; ~ Vk’,H) being
disjoint and the constraint on all the paths being the shortest
makes the branching necessary at this point. Concretely, to
build 7" (X), the algorithm loops over each V;"!, at each
iteration trying all possible ¥ C Vk’,+1 and trying all possible
ways of attaching each tree from CIZH (Y) as a child of some
v € X, finding one that minimizes the cost, to be defined
shortly, of the resulting tree. Note, since the overall cost of
a tree is monotone with respect to each child, the choices
for each ‘2;;“ (Y) are independent. The overall complexity is
O(|V > .K!-d), where d is the G’s diameter.

The cost of a set of trees is computed as the sum of two com-
ponents, one measuring the maximum latency of the current
set of trees, the other being an upper bound on the maximum
latency increase of existing trees. The former is defined sim-
ply as Amin (7, j) + Omax (1, j), where j € J and r is the root of
the tree, while the latter is defined as a sum of queuing delays
Omax (i,J)/B(u,v) introduced by the new tree at each of the
links for each of the other trees using the same link, where
B(u,v) is the bandwidth of the (u,v) link.

C Critical Compound Failure Probability Es-
timation

This section details the procedure used to estimate the prob-
ability of a critical compound failure, i.e., a combination of
network failures not tolerated by FiDe. This type of failure
is outside the scope of FiDe’s model, hence monitoring pro-
cesses can possibly misinterpret it as a remote process failure
(false suspicion). Recall that the two-fold redundancy and
the tree recovery mechanism are robust towards a single net-
work failure, since processes can rely on the other (healthy)
tree, and also tolerates multiple failures in the redundant trees
given they allow FiDe TE to recover. We will shortly see how
the recovery time is in fact not influential for critical com-
pound failures. Moreover, we assume that FiDe terminates
gracefully, when one of the two trees is still alive and there
are no more healthy links available for tree recovery.

In what follows, we consider all events with respect to a
given operational year. We define two auxiliary events:

« fl:link [ fails at least once;

o f! !+ links I and , 1 = I, fail at least once within the tree
recovery time.

Now we can define a critical compound failure event:

f&op: at least two distinct network failures occur within the
tree recovery time interval affecting all multicast trees
in multicast tree set 7 (in FiDe, we have |T| = 2).

Formally, for redundancy level two fé(T:'PlTZ} ={31 €
T,LeT, Zfll‘lz}.

We use switch and link failure statistics from a seminal
large scale analysis of datacenter network failures from Gill
et al. [22]. Note that, while FiDe’s failure model defines a
network failure as a more generic packet drop, we restrict the
scope to switch and link failures only because packet drops
caused by congestion are prevented by FiDe’s TE-driven pe-
riodic multicast protocol. We report probability estimates
relevant to our topology from [22] below (marked with ’).

o If [ is a “trunk” link, then p(f') < pl, = 0.054 (proba-
bility of a “trunk” link failure) [22, Fig. 5].

* If [ is a “core” link, then p(f!) < pL. = 0.095 (probabil-
ity of a “core” link failure) [22, Fig. 5].

o I p(31 #1: fH']f') < pl, = 0.41 (probability of a given
failure affecting a group of links) [22, Fig. 10].

Gill et al. [22] report that (a) switch failures do not show
correlation and that (b) link failures are either “simultaneous”
(without giving an exact quantification) or the time between
them is too large to indicate a meaningful correlation. Finding
(a) suggests that FiDe is very likely to always tolerate switch
failures since the trees in 7 are disjoint on inner nodes. For
finding (b), consider that FiDe adopts a conservative tree re-
covery time of several seconds (our measurements indicate a
recovery time ms-range similar to several studies [25,40,77]),
which, for the purposes of this evaluation, we can confidently
assume to be much smaller than the “large grouping thresh-
olds” evaluated in the empirical study. We therefore consider
only simultaneous link failures as potential causes of a critical
compound failure and do not delve into a detailed quantifica-
tion of the tree recovery time.

We compute an upper bound on p( fgcp) for multi-rooted
fat trees of different height, which we define as half the di-
ameter of a fat tree. Fig. 8 provides a visual example of a
multi-rooted fat tree, showing how deployment of FiDe pro-
cesses can create “sub-trees’” withing a broader topology. The
formulas below are used to derive the upper bound on the
probability of critical compound failure.



Tree héight =2 Tree height =3

|:| Host @a# SDN switch
// Link (colored for FiDe TE trees) (O Application process

|:| :_: Physical multi-rooted fat trees of different heights

Tree height = 1

[] FiDe process
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where n,,(T) and n,,(T) denote the number of “trunk” and
“core” links, respectively. In (1) we use a union bound over
links in 7}, in (2) we use the fact that £/ C £! and we can
use the definition of conditional probability, in (3) we use the
fact that any link 7> contains only a subset of links different
from /1, and, finally, in (4) we apply the bounds.

For a practical example, consider the topology with height
H =1 from Fig. 8, which has only two trunk links in each
tree, i.e. n,(T1) = 2 and n.(T1) = 0. We obtain the upper
bound on the failure probability pecr({T1,T2}) = py- piy-2 ~
0.044. In general, for a set of multicast trees 7 connecting
n FiDe processes and having height H € {1,2,3} we have
p/CCF(T) = p:q e (maX(H - 270) 'pi‘r +II121X(H - 170) 'p;r)'
Concretely, if n = 2, then for H = 2 we get prp(7) ~ 0.089
and for H = 3 we get picp(7) ~0.17.

Critical compound failure probability in perspective.
The expected frequency of a critical compound failure
(fregccr) based in the smallest (ideal) topology is 1 every
22.73 years, hence extremely likely to outlive any realistic
service uptime. To put this number in perspective, we com-
pare it against the probability of packet corruption in TCP,

widely regarded and used as reliable communication layer
by coordination services such as Zookeeper [29]. A popu-
lar study [69] reports that “the Ethernet CRC + TCP check-
sum will fail to detect errors for roughly 1 in 16 million to
10 billion packets”, with recent real-world cases being re-
ported [72,73]. If we assume equivalent TCP traffic as FiDe’s
throughput when set with the lowest possible sending period
of T = 20us (500Mbps) used in our evaluation, the reported
error rate would translate to one packet corruption every 320
seconds to 2.3 days, making it several orders of magnitude
more reliable. Considering that error reports [22,69] are from
decades ago, we expect both probabilities to be significantly
smaller in modern networks, challenging the common mis-
conception that any network is unreliable.
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